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A B S T R A C T

The huge storage and computation cost of convolutional neural networks (CNN) make them challenging to
meet the real-time inference requirement in many applications. Existing channel pruning methods mainly focus
on removing unimportant channels in a CNN model based on rule-of-thumb designs, using reduced floating-
point operations (FLOPs) and parameter numbers to measure the pruning quality. The inference latency of
pruned models is often overlooked. In this paper, we propose a latency-aware automatic CNN channel pruning
method (LACP), which aims to search low latency and accurate pruned network structure automatically. We
evaluate the inaccuracy of measuring pruning quality by FLOPs and the number of parameters, and use the
model inference latency as the direct optimization metric. To bridge model pruning and inference acceleration,
we analyze the inference latency of convolutional layers on GPU. Results show that the inference latency of
convolutional layers exhibits a staircase pattern along with channel number due to the GPU tail effect. Based
on that observation, we greatly shrink the search space of network structures. Then we apply an evolutionary
procedure to search a computationally efficient pruned network structure, which reduces the inference latency
and maintains the model accuracy. Experiments and comparisons with state-of-the-art methods on three image
classification datasets show that our method can achieve better inference acceleration with less accuracy loss.
. Introduction

Convolutional Neural Networks (CNNs) have demonstrated state-of-
he-art achievements in various tasks, such as image classification [1],
bject detection [2], and image segmentation [3]. Such a success is
uilt upon a large number of model parameters and convolutional op-
rations. As a result, the huge storage and computation cost make these
odels difficult to be deployed on resource-constrained devices, such

s phones and robots. To address this problem, a common approach is
o use model compression techniques, including quantization [4], dis-
illation [5], and pruning [6–9]. Among them, neural network pruning
as been recognized as one of the most effective tools for compressing
NNs.

Neural network pruning methods aim to remove redundant weights
n a dense model. According to the pruning granularity, these methods
an be categorized into either weight pruning or channel pruning. In
eight pruning, individual weights are zeroed out, leaving a sparse

et of weight tensors. Weight pruning can significantly reduce the
odel size, but it also introduces irregular memory access, leading

o very limited or even negative speedups on general-purpose hard-
are (e.g. CPU, GPU) [10]. Differing from weight pruning, channel
runing methods remove entire channels to compress the model. Since
hannel pruning only changes the dimension of weight tensors, the
runed model still adopts a dense format, which is well-suited to
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general-purpose hardware and off-the-shelf libraries. As a result, chan-
nel pruning can achieve better acceleration on inference performance
than weight pruning.

Due to the promising performance improvement in model compres-
sion, channel pruning methods have been widely studied for many
years. Existing methods use the reduced floating-point operations
(FLOPs) and parameter numbers to measure the pruning quality by
default. However, the inference latency of neural network is influenced
by many factors, such as the network architecture, the implementa-
tion of operators, and the hardware property. Therefore, using FLOPs
or the number of parameters as a proxy for inference latency is
insufficient, and may lead the algorithm to sub-optimal result. For
instance, Fig. 1 shows the relationship between FLOPs, model size, and
inference latency of VGG16 network. We randomly prune channels in
convolutional layers, then measure the pruned model’s FLOPs, number
of parameters, and inference latency. Results show that FLOPs or
parameter reduction does not necessarily result in latency reduction.
For example, the pruned model A has smaller FLOPs than model B, but
shows larger inference latency. The same for model C and model D,
the smaller model C shows larger inference latency. This observation
motivates us to investigate a latency-aware channel pruning method,
instead of only focusing on FLOPs or parameter numbers.
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Fig. 1. The relationship between FLOPs, number of parameters, and inference latency of pruned models.
Another motivation of this work is that conventional channel prun-
ng methods crucially rely on human expert knowledge and hand-
rafted designs, and focus on selecting unimportant channels. Li et al.
9] take 𝑙1-norm as significance criteria to determine which channels
ill be pruned. Luo et al. [11] use the input of (𝑖 + 1)-th layer to

guide the pruning of 𝑖th layer. Lin et al. [12] rank channels with
high rank of feature maps, then prunes the least important channels.
However, Liu et al. [13] find that the pruned network can achieve the
same accuracy no matter it inherits the weights in the original network
or not. This study inspires us that the essence of channel pruning lies
in finding optimal channel numbers in each layer, instead of selecting
unimportant channels based on rule-of-thumb designs. Following that
idea, Lin et al. [14] use artificial bee colony algorithm to search optimal
pruned network structure. However, like many conventional channel
pruning methods, Lin et al. [14] use the reduced FLOPs and parameter
numbers to measure the pruning quality, the latency speedup of pruned
model cannot be guaranteed.

In this paper, we propose a latency-aware automatic channel prun-
ing (LACP) method. Differing from conventional methods, we take
channel pruning in an automatic manner. Our method aims to search
the optimal pruned network structure, i.e., the channel number in
convolutional layers, instead of selecting important channels. An in-
tuitive challenge in finding optimal network structure is that it is
impractical to exhaustively searching all the possible combinations of
pruned network structures. To make the algorithm feasible, effective
shrinkage on search space is necessary. We first analyze the inference
latency of pruned convolutional layers on GPU. Results show that the
inference latency of convolutional layers presents a staircase pattern
with the number of channels, which means the inference latency of
a convolutional layer changes suddenly at certain channel number
intervals. Based on this observation, we greatly shrink the search
space of pruned structures. Then we apply an evolutional procedure
to efficiently search low-latency and accurate network structure. For
each candidate structure, we encode it to a vector 𝐶 =

[

𝑐1, 𝑐2, 𝑐3,… , 𝑐𝑖
]

,
where 𝑐𝑖 represents the channel numbers in 𝑖th convolutional layer.
The fitness of candidate pruned network structure is measured in both
model accuracy and inference latency. At each population, 𝐾 candi-
ates with highest fitness will survive to next population, crossover and
utation will take place in these survived structures to generate new

tructures. Finally, the best candidate is selected as the optimal pruned
etwork structure.

Overall, the main contributions of this paper are as follows:

• We propose a latency-aware automatic channel pruning method
LACP. Compared to conventional methods, LACP does not require
hand-crafted designs on selecting unimportant channels. It focus
on the inference latency speedup, instead of the FLOPs reduction.

• We analyze the inference latency of convolutional layers on GPU.
Based on the analysis results, we greatly shrink the search space
of pruned network structures, which enables efficient search of
low-latency and accurate network structure.

• We conduct a detailed evaluation to compare the proposed
method and existing methods on standard datasets. Results show
that our method can achieve more latency reduction with less
accuracy loss.
2

The rest of this paper is organized as follows. Section 2 reviews
related works. Section 3 presents the proposed latency-aware automatic
channel pruning method in detail. Section 4, show the experimental
results and analysis. Finally, we draw the paper to a conclusion in
Section 5.

2. Related work

Deep neural networks are usually over-parameterized [15,16], lead-
ing to huge storage and computation cost. There are extensive studies
on compressing and accelerating neural networks. We classify current
related research works into two major types: network pruning methods
and neural architecture search (NAS) methods.

Pruning methods reduce the storage and computation cost by re-
moving unimportant weights from the origin network. Existing pruning
algorithms can be categorized into weight pruning and channel prun-
ing. In weight pruning, individual weights are zeroed out. LeCun et al.
[6] present the early work about network pruning using second-order
derivatives as the pruning criterion. Han et al. [7] first propose itera-
tive pruning, which prunes individual weights below a monotonically
increasing threshold. Guo et al. [17] and Mocanu et al. [18] point out
that some previously unimportant weights may tend to be important
later. Inspired by this idea, LIU et al. [19] propose a trainable mask-
based method to dynamically get sparse network during the training
phase. Dettmers and Zettlemoyer [20] propose sparse momentum that
used the exponentially smoothed gradients as the criterion for pruning
and regrowth. A fixed percentage of parameters are pruned at each
pruning step. Weight pruning can significantly reduce the model size.
However, the non-structured random connectivity in DNN introduces
irregular memory access. It adversely affects practical acceleration
in hardware platforms [10]. Differing from weight pruning, channel
pruning methods focus on removing the entire redundant channels.
Li et al. [9] use 𝑙1-norm to determine the importance of channels.
He et al. [8] formulate channel pruning as an optimization problem,
which selects the most representative channels to recover the accuracy
of pruned network with minimal reconstruction error. Luo et al. [11]
use the next layer’s input to guide the pruning of the previous layer. Lin
et al. [12] use the feature map rank as sensitivity metric to prune
the least important channels. Differing from these magnitude-based or
sensitivity-based channel pruning methods, our work performs channel
pruning in an automatic manner.

Although network pruning methods have achieved great success,
they crucially rely on human expert knowledge and hand-crafted de-
signs. Automatically optimizing the neural network architecture has
been widely studied in recent years, known as neural architecture
search (NAS). Prior works mainly sample a large number of networks
from search space and train them from scratch to obtain a supervision
signal, e.g. validation accuracy, for optimizing the sampling agent with
reinforcement learning [21–23] or updating the population with an
evolutionary algorithm [24]. Bender et al. [25] and Pham et al. [26]
introduce weight-sharing paradigm in NAS to boost search efficiency,
where all candidate sub-networks share the weights in a single one-shot
model that contains every possible architecture in the search space. Liu
et al. [27] relax the search space to be continuous with architecture
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Fig. 2. The overall framework of LACP algorithm.
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arameters and then efficiently optimized model parameters and archi-
ecture parameters together via gradient descent. Most prior NAS based
runing methods are implemented in a bottom-up and layer-by-layer
anner. In contrast, our work mainly focuses on the optimal channel
umber of each layer.

. Methodology

.1. Overview

Cheng et al. [28] point out that convolutional layers take up most
f the computation cost in convolutional neural networks. Our work
ocuses on reducing the channel number of convolutional layers to
ffectively compress the neural network. Fig. 2 presents the overall
ramework of our LACP algorithm. Consider a CNN model 𝑁 that
ontains L convolutional layers. We refer to 𝐶 = [𝑐1, 𝑐2,… , 𝑐𝐿] as
he network structure of 𝑁 , where 𝑐𝑖 is the channel number of the
th convolutional layer. We regard channel pruning as an optimal
etwork structure search process, rather than manually designed strate-
ies to remove unimportant channels. The algorithm aims to find
thinner network structure than the unpruned model, meanwhile,

eeping a comparable accuracy. We adopt an evolutionary algorithm
o achieve the goal of our search algorithm. A certain number of
andidate network structures make up a population, the candidate
etwork structures are evaluated using fitness. At each population, the
est 𝐾 candidate network structures are survive to the next population,
nd those survival candidates will produce new network structures
hrough crossover and mutation. In the end, the best candidate network
tructure in the whole process is selected to be the optimal pruned net-
ork structure, we then fine-tune it to restore the accuracy. Formally,

he algorithm is equivalent to solve an optimization problem as Eq. (1)
hows.

𝑜𝑝𝑡𝑖𝑚𝑎𝑙 = arg max
𝑆

𝐹 (𝐶,𝑊 ,𝐷𝑡𝑟𝑎𝑖𝑛, 𝐷𝑡𝑒𝑠𝑡) (1)

is the search space of pruned network structures. 𝐶 ∈ 𝑆 is the
andidate network structure. 𝑊 is the weight of pruned network,
hich is assigned from the pre-trained model. 𝐷𝑡𝑟𝑎𝑖𝑛 and 𝐷𝑡𝑒𝑠𝑡 repre-

ent the training data and testing data, respectively. The function 𝐹
valuates the fitness of candidate network structure to decide whether
eeping current candidate in next population. The effectiveness and
fficiency of the search algorithm mostly rely on the fitness evaluation
nd the search space definition. To find a low-latency and accurate
runed model, the fitness function should consider both model infer-
nce latency and test accuracy. For a convolutional neural network that
ontains 𝐿 convolutional layers, the possible combination of pruned
etwork structure can be ∏𝐿 𝑐 , where 𝑐 represents the channel
𝑖=1 𝑖 𝑖

3

umbers of 𝑖th convolutional layer in original dense model. It is im-
ractical to exhaustively searching all the possible network structures,
herefore, effective constraints on the search space are necessary. To
olve these problems, we further describe the detailed implementation
f our method in the following sections.

.2. Search space definition

Exhaustively searching every possible pruned network structure is
mpractical. To make the search algorithm feasible, we need to shrink
he search space. In this section, we conduct analysis on inference
atency of convolutional layers to find an efficient search space design.

Convolutional layers are widely used in modern neural networks. A
onvolutional layer consists of a certain number of channels to extract
ata features. To reduce the computation cost of convolutional layer,
hannel pruning aims to remove a portion of channels. Intuitively,
ith the decrease of the channel number, the FLOPs of a convolutional

ayer will decrease linearly. However, due to the complex nature of
onvolutional layer’s execution environment, its inference latency does
ot vary linearly with the FLOPs. To better understand the execution
echanism convolutional layer, we analyze how channel pruning af-

ects the inference latency of convolutional layer. As Fig. 3 illustrates,
he inference latency of convolutional layers shows a staircase pattern
ith different number of channels, which means with increasing a

ertain number of channels, there will be a significant step increase
n latency. By analyzing the intrinsic mechanism of DNN deployment
n GPU, this phenomenon can be explained. The computation of a
onvolutional layer is parallelized using multiple threads. These threads
re first grouped into different blocks, then loaded to streaming mul-
iprocessors (SMs) on a GPU. The maximum number of blocks loaded
n one SM is determined by GPU’s physical capacity. If the number
f thread blocks in need exceeds the GPU capacity, then GPU will
ivide these thread blocks into multiple consecutive waves, and run
hese waves in sequence. Since the SMs are executed in parallel, one
ave takes the same amount of time, no matter it is fully occupied or
ot. This phenomenon is called ‘‘GPU tail effect’’. For different channel
umber settings of a convolutional layer, their execution time can
e very similar if they need the same amount of waves to compute.
herefore, with the increase of channel number, the computation cost
f convolutional layer will increase. Once a critical point is exceeded,
n extra wave is needed to finish the computation, which leads to
significant step increase in latency. Then, the inference latency of

onvolutional layer will change slowly, until the last wave is fully
ccupied.

Inspired by the ‘‘GPU tail effect’’ phenomenon, we can greatly shrink
he search space of pruned network structure. Since the inference
atency shows a staircase pattern, which means under a certain range
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f channel number settings, the inference latency changes very slowly.
ithin a staircase step, set the channel number to the right endpoint,

hen we can maximize the representational capacity of network with a
ittle latency cost.

Algorithm 1 Latency-aware Automatic Channel Pruning Algorithm
Input: Search Cycles: 𝑆, Population Size: 𝑁 , Number of Mutation: 𝑀 ,

Number of Crossover: 𝐶, Target latency: 𝑇
utput: Optimal pruned network structure 𝐶∗

1: 𝐺0 = Random(N)
2: 𝐺𝑡𝑜𝑝𝐾 = ∅
3: for 𝑖 = 0;𝑖 < 𝑆;𝑖 + + do
4: 𝐺𝑏𝑒𝑠𝑡 = Top1(𝐺𝑖)
5: if 𝐺𝑏𝑒𝑠𝑡 better than 𝐶∗ then
6: 𝐶∗ = 𝐺𝑏𝑒𝑠𝑡
7: end if
8: 𝐺𝑡𝑜𝑝𝐾 = TopK(𝐺𝑖)
9: 𝐺𝑚𝑢𝑡𝑎𝑡𝑖𝑜𝑛 = Mutation(𝐺𝑡𝑜𝑝𝐾 ,M)
0: 𝐺𝑐𝑟𝑜𝑠𝑠𝑜𝑣𝑒𝑟 = Crossover(𝐺𝑡𝑜𝑝𝐾 ,C)
1: 𝐺𝑖+1 = 𝐺𝑚𝑢𝑡𝑎𝑡𝑖𝑜𝑛 + 𝐺𝑐𝑟𝑜𝑠𝑠𝑜𝑣𝑒𝑟
2: end for
3: return 𝐶∗

We analyze the inference latency variation of different convolu-
ional layers in VGG and ResNet. Results show that the width of the
taircase step is a multiple of 32. For the first few convolutional layers,
he width of the staircase step is 32. As the layers deepen, the max-
ooling operation or the down-sampling operation makes the feature
ap smaller, thus a single GPU wave can compute more convolution

peration. As a result, in the subsequent convolutional layers, the width
f the staircase step can increase to 64 or 128. Heuristically, for each
onvolutional layer, we set its possible channel number in pruned
etwork structure to a multiple of 32. Taking VGG16 as an exam-
le, the possible channel number in the sixth convolutional layer is
32, 64, 96, 128, 160, 192, 224, 256], where the initial number of channels
s 256. The other convolutional layers are also set up in the same way.
 t

4

3.3. Optimal network structure search

In this section, we describe the detailed implementation of our LACP
method. As Algorithm 1 shows, our method adopts evolutionary search
as the overall framework. In the beginning, the initial population is ran-
domly generated from the search space. Each sample in the population
represents a pruned network structure, formalized as 𝐶 = [𝑐1, 𝑐2,… , 𝑐𝐿],

here 𝑐𝑖 represents the channel number in 𝑖th convolutional layer.
t each population, the fitness of every candidate pruned network
tructure is evaluated as below:

𝑖𝑡𝑛𝑒𝑠𝑠(𝐶) = 𝐴𝑐𝑐(𝐶) ×
[

𝐿𝑎𝑡𝑒𝑛𝑐𝑦(𝐶)
𝑇

]𝑤
(2)

𝑤 =

{

0, 𝑖𝑓 𝐿𝑎𝑡𝑒𝑛𝑐𝑦(𝐶) < 𝑇 ,

−1, 𝑜𝑡ℎ𝑒𝑟𝑤𝑖𝑠𝑒.
(3)

As Eq. (2) shows, both accuracy and inference latency are con-
sidered in the fitness evaluation, where 𝐴𝑐𝑐(𝐶) represents the test
accuracy of the pruned network. 𝐿𝑎𝑡𝑒𝑛𝑐𝑦(𝐶) is the inference latency
of the pruned network and 𝑇 is the target latency, which is specified
before running the algorithm. To measure the test accuracy of a net-
work structure, it is very time-consuming to completely train and test
the pruned model. In our implementation, we initialize the candidate
pruned network with the pre-trained model, for a pruned network
𝐶 = [𝑐1, 𝑐2,… , 𝑐𝐿], the 𝑖th convolutional layer is initialized with 𝑐𝑖
channels in the corresponding 𝑖th convolutional layer in the pre-trained
model, which have larger 𝑙1-norm value. Then we train the pruned
model with 2 epochs and evaluate its test accuracy. Besides, we add a
latency constraint in the fitness function. Given a target latency, if the
inference latency of pruned network is less than the target latency 𝑇 , we
simply use the test accuracy as the fitness value, otherwise, we penalize
the fitness value with a coefficient less than 1. In such a mechanism, the
algorithm will tend to select the model whose inference latency reaches
the target latency constraint.

At each population, 𝐾 candidate pruned network structures with
argest fitness will survive to next population. Crossover and muta-
ion will take place in these 𝐾 candidate structures to generate new
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structures. The objective of the crossover operation is to integrate ex-
cellent information from the parents. For example, given two preserved
network structures:

[𝟑𝟐, 𝟑𝟐, 128, 96, 𝟑𝟐, 𝟏𝟗𝟐, 224, 192], [64, 64, 𝟗𝟔, 𝟔𝟒, 160, 96, 𝟑𝟐𝟎, 𝟐𝟖𝟖]

one new structure will be generated by combining pieces of two parent
structures:

[32, 32, 96, 64, 32, 192, 320, 288]

Mutation operation is used to promote population diversity. For exam-
ple, given a network structure:

[𝟑𝟐, 32, 𝟏𝟐𝟖, 96, 𝟑𝟐, 192, 224, 192]

its fragments are randomly changed, generating a new network struc-
ture:

[64, 32, 160, 96, 128, 192, 224, 192]

The preserved 𝐾 candidate network structures and the structures
generated by crossover and mutation form the next population. The
algorithm will repeat such search iteration for 𝑆 times. In the end, the
best candidate is selected to be the optimal pruned network structure.
We then fine-tune it to restore the accuracy.

4. Evaluation

In this section, we conduct experiments on standard datasets with
different models to evaluate the performance of our algorithm.

4.1. Experimental settings

We implement our algorithm with Pytorch 1.5.0. All the experi-
ments are run on NVIDIA GeForce RTX 2080 Ti GPU, which is made
up of 4352 CUDA Cores and 68 SMs. We choose three standard image
classification datasets (CIFAR-10, CIFAR-100, and Tiny-ImageNet) to
evaluate our method. CIFAR-10 dataset consists of 60,000 colored
images, which are classified into 10 classes. Each class has 5000
training images and 1000 testing images. Similar to CIFAR-10, CIFAR-
100 contains 100 classes of images. Each class has 500 training images
and 100 testing images. Tiny-ImageNet contains 100,000 images of 200
classes (500 for each class) colored images. Each class has 500 training
images, 50 validation images, and 50 test images.

We use two kinds of models in our experiments: VGG and ResNet.
VGG is a single-path network. The 16-layer model is adopted for com-
pression. ResNet consists of a series of blocks, and there is a shortcut
between two adjacent blocks. For dimensional matching in the pruned
network, the last convolutional layer in each block will not be pruned.
Two different depths of ResNet are adopted, including ResNet18 and
ResNet34.

For each group of experiments, we report test accuracy, the reduc-
tion of network inference latency, the reduction of FLOPs, the reduction
of parameter numbers, and the reduction of channel numbers as the
performance metrics. We use the PyTorch expansion package thop
to count the FLOPs and parameter numbers of network. To measure
inference latency of network, we run the model 10 times for GPU warm
up, then run the model 300 times with input batch size 128, and take
the average inference time.

For each pre-trained model used in our experiments, we train it with
200 epochs using Stochastic Gradient Descent with momentum 0.9, and
the batch size is set to 128, the initial learning rate is set to 0.1, which
decays by 10 every 50 epochs. The weight decay is set to 1e-4.
5

4.2. Comparative methods

We compare our method with three representative algorithms to
show its effectiveness.

• PFEC [9] is a representative traditional magnitude-based channel
pruning method. PFEC calculates and sorts the 𝑙1-norm value of
channels. Channels with smaller 𝑙1-norm value are less important,
then those channels and corresponding feature maps are pruned.

• Thinet [11] formulates channel pruning as an optimization prob-
lem, and prunes channels of current layer based on statistics
information computed from its next layer.

• ABCPruner [14] is a state-of-the-art automatic channel prun-
ing method. It adopts artificial bee colony algorithm to search
optimal pruned network structures. For 𝑖th convolutional layer
of unpruned model that contains 𝑐𝑖 channels, ABCPruner de-
fines its search scope to

{

10%𝑐𝑖, 20%𝑐𝑖, 30%𝑐𝑖,… , 𝛼%𝑐𝑖
}

, where the
maximum preserve percent 𝛼 is used to restrict the width of
pruned network, so that the FLOPs and parameter numbers can
be reduced.

4.3. Evaluation results

We conduct our experiments on CIFAR-10, CIFAR-100 and Tiny-
ImageNet datasets with VGG and ResNet models. To search for optimal
pruned network structures, we set the number of search cycles to 10
and the population size is 30, so LACP searches 300 pruned network
structures in the whole process. In each population, the numbers of new
pruned network structures that generated from mutation and crossovers
are both set to 15. In the end, we fine-tune the best pruned network
structure for 200 epochs with a learning rate of 0.1, which is divided
by 10 every 50 epochs. The weight decay is set to 1e-4. All algorithms
use the same pre-trained model, and the number of fine-tuning epoch is
set to 200. For a fair comparison with ABCPruner, we set its maximum
searching number of pruned network structures to the same 300.

The experimental results are shown in Table 1, compared with
PFEC, Thinet and ABCPruner, our method achieves better model in-
ference acceleration, while maintaining similar or higher accuracy. It is
worth noting that, as we have discussed before, more FLOPs or parame-
ter reduction does not necessarily lead to better inference acceleration.
Take CIFAR-100 dataset experiments as an example, ABCPruner-50%
prunes VGG16 with 87.29% FLOPs reduction and 88.22% param-
eter reduction, while LACP-0.5 prunes 69.03% FLOPs and 81.14%
parameters. However, LACP-0.5 achieves more latency reduction and
a significantly higher accuracy than ABCPruner-50%. Another draw-
back of ABCPruner can be observed from the experimental results.
ABCPruner compresses the model by limiting the maximum preserve
channel number of convolutional layers. As a result, once the max
preserve percent is small, the width of the pruned network is limited
and the representational capacity of the pruned model is thus limited.
To verify that point, we show a case study in Fig. 4. As shown in the
figure, compared with ABCPruner, our method achieves less accuracy
loss, while reducing the same percent of inference latency. As a supple-
mentary analysis, we compare the pruned network structure of LACP
and ABCPruner, result shows that our method preserves more channels
in the first several convolutional layers, which is more important for
neural network to extract feature information. On the contrary, the
pruned network of ABCPruner has a narrower head structure due to
the maximum preserve setting, leading to more accuracy loss.

5. Conclusion

In this paper, we propose a novel latency-aware automatic CNN
channel pruning method. Differing from conventional channel prun-
ing methods, our method get rid of selecting unimportant channels
based on hand-crafted design, and search for optimal pruned network
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Table 1
The experiment results on three datasets for different models. We compare LACP with three other methods.

Dataset Model Algorithm Accuracy (%) +/- (%) Latency reduction (%) FLOPs reduction (%) Parameter reduction (%) Channel reduction (%)

CIFAR10

VGG16

dense 93.02 0 0 0 0 0

PFEC 92.52 −0.5 26.18 47.01 44.57 25

LACP-0.7 92.74 −0.28 33.63 46.19 53.88 36.36

Thinet 91.51 −1.51 39.18 61.06 57.88 33.55

ABCPruner-90% 92.41 −0.61 46.59 68.82 78.39 51.23

LACP-0.5 92.62 −0.4 48.97 70.08 72.42 50

ABCPruner-50% 90.11 −2.91 59.18 87.55 87.81 67.57

LACP-0.4 91.62 −1.4 59.56 85.04 94.46 72.73

ResNet18

dense 94.28 0 0 0 0 0

PFEC 92.01 −2.27 17.56 35.26 48.51 18.67

ABCPruner-90% 94.02 −0.26 0.19 25.44 30.39 12.48

ABCPruner-50% 93.59 −0.69 18.61 60.27 60.07 24.98

LACP-0.5 94.34 +0.06 22.29 44.96 69.14 22.33

Thinet 94.36 +0.08 17.98 37.84 37.51 15.29

LACP-0.7 94.37 +0.09 21.3 41.15 61.71 20.67

CIFAR100

VGG16

dense 69.78 0 0 0 0 0

PFEC 69.45 −0.33 26.14 47 44.43 25

LACP-0.7 70.54 +0.76 30.23 50.72 63.17 39.39

Thinet 69.32 −0.46 40.63 63.42 60.01 35.27

ABCPruner-90% 69.06 −0.72 28.82 54.11 72.41 41.5

ABCPruner-50% 65.95 −3.93 39.14 87.29 88.22 66.17

LACP-0.5 69.42 −0.36 49.4 69.03 81.14 55.3

ResNet34

dense 74.86 0 0 0 0 0

PFEC 69.52 −5.34 20.91 39.63 48.93 21.05

Thinet 74.59 −0.27 19.94 38.09 37.75 16.96

ABCPruner-90% 74.58 −0.28 25.05 63.65 61.15 27.1

ABCPruner-50% 74.18 −0.68 23.56 67.92 68.33 30.06

LACP-0.5 74.59 −0.27 27.91 56.91 69.94 29.32

Tiny-ImageNet

ResNet18

dense 57.87 0 0 0 0 0

PFEC 56.49 −1.38 17.68 35.26 48.09 18.67

Thinet 56.53 −1.34 17.81 37.45 37.19 15.29

ABCPruner-90% 56.55 −1.32 2.69 38.9 34.37 15.27

ABCPruner-50% 55.23 −2.64 22.35 67.94 71.77 28.08

LACP-0.7 56.87 −1 22.15 50.16 68.08 24.67

ResNet34

dense 59.19 0 0 0 0 0

PFEC 58.98 −0.21 21.24 39.64 48.81 21.05

Thinet 59.05 −0.14 18.57 37.91 37.66 16.96

LACP-0.7 59.02 −0.17 24.45 52.28 67.1 27.07

ABCPruner-90% 58.58 −0.61 10.44 42.21 52.34 20.84

ABCPruner-50% 57.96 −1.23 24.17 68.09 73.76 31.58

LACP-0.5 58.64 −0.55 27.12 61.89 76.58 31.58

Note: LACP-𝛼 means we set the target latency to 𝛼 × 𝐿, where 𝐿 is the unpruned model’s inference latency. ABCPruner-𝛽 means the maximal preserved channel number in each
convolutional layer is 𝛽 × 𝐶, where 𝐶 is the original channel number in that layer.
tructure automatically. By analyzing the inference latency of pruned
etworks, we indicate that neither FLOPs nor the number of parameters
an accurately represent the real inference acceleration. Besides, we
nalyze the execution mechanism of convolutional layers on GPU.
esults show that the inference latency of convolutional layers presents
staircase pattern with different number of channels. Based on this

bservation, we greatly shrink the combinations of network structure,
6

enabling efficient search of low-latency and accurate pruned network.
We conduct extensive evaluations to compare our method with ex-
isting studies on public datasets, and report the real latency metric.
Experimental results show that our method can achieve better inference
acceleration, while maintaining higher accuracy.

Although we have achieved desired pruning effect on our experi-
ments, our method can be further improved. As we discussed before,
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Fig. 4. The pruning results of LACP and ABCPruner for VGG16 on CIFAR-10 dataset.
we shrink the search space of pruned network structure through the
analysis of the GPU tail effect. However, our analysis is based on
empirical profiling. A more thorough and general investigation of the
GPU tail effect could be helpful. Besides, how to generalize our method
to different hardware platforms is also worth studying in future work.
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